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In urban air mobility (UAM), flying with electrical vertical takeoff and landing (eVTOL) aircraft will bring fundamental changes to city infrastructures and daily commutes. In order to enable safe and efficient autonomous on-demand free flight operations for the eVTOL aircraft in UAM, a centralized computational guidance algorithm is proposed and analyzed for multi cooperative aircraft. The approach proposed in this paper is to formulate this problem as a Markov Decision Process (MDP) and solve it using an online algorithm Monte Carlo Tree Search (MCTS). A coordination mechanism is designed to manage multiple cooperative aircraft. By generating real-time actions for all the cooperative aircraft to follow, the algorithm can guide all the aircraft to their respective destinations while avoiding potential conflicts between them. For the sake of illustration, a free flight airspace simulator is created to test the performance of this algorithm. Results show that this algorithm can help all the aircraft reach their trip destinations while only having 0.2% conflicts during the flights.

I. Introduction

A. Motivation

Urban air mobility, an emerging transportation concept which becomes popular in recent years, encompasses the movement of people and cargo around metropolitan areas in vehicles that fly within and/or at low altitudes over urban areas. NASA, Uber, and Airbus have been exploring this exciting concept of Urban Air Mobility (UAM) [1–6], and companies includes Airbus, Bell, Embraer, Joby, Zee Aero, Pipistrel, Volocopter, and Aurora Flight Sciences have been working to build and test electric vertical takeoff and landing (eVTOL) aircraft. In UAM, the eVTOL aircraft may be either human piloted or autonomous for passenger transport in personal commute or on-demand air taxi [7–10]. The UAM operations are expected to fundamentally change cities and people’s lives to reduce commute time and stress. The vehicle technology and airspace operation concepts are critical for UAM realization. Through close collaborations with our colleagues from Airbus, in this paper we investigate how to combine the power of onboard aircraft intelligence (vehicle technology) and the advantage of the free flight idea (airspace operation concept) to enable safe and efficient flight operations in on-demand urban air transportation.

The concept of “Free Flight” was proposed primarily for future air transportation applications because it has the potential to cope with the ongoing congestion of the current ATC system. It was shown in previous work [11,12] that free flight with airborne separation is able to handle a higher traffic density comparing with structured airspace. Besides, free flight can also bring fuel and time efficiency [13]. In a free flight framework, it is implied that aircraft will be responsible for their own separation assurance and conflict resolution. The loss of an airway structure may make the process of detecting and resolving conflicts between aircraft more complex. However, previous study [14] shows that free flight is potentially feasible because of enabling technologies such as Global Positioning Systems (GPS), data link communications like Automatic Dependence Surveillance-Broadcast (ADSB) [15], Traffic Alert and Collision Avoidance Systems (TCAS) [16], and powerful on-board computation. Also, automated conflict detection and resolution tools [17] will be required to aid pilots and/or ground controllers in ensuring traffic separation and conflict resolution.

In this paper, a computational guidance algorithm with collision avoidance capability is proposed to help guide the aircraft to their respective destinations, where the aircraft dynamics is modeled based on the tandem tilt-wing eVTOL (Airbus Vahana) from Airbus A³ [18], as shown in Fig. 1. The proposed algorithm in this paper uses Markov Decision Process and Monte Carlo Tree Search, where the input of this algorithm is the current position and velocity for all the aircraft, and the position of their respective target vertiport. Based on this information and with a designed coordination
mechanism, the aircraft will perform online sequential decision making to select actions in real time with onboard avionics computation. The series of actions will guide all the aircraft to reach its goal and avoid potential conflicts. The proposed algorithm provides a potential solution framework to enable autonomous on-demand free flight operations in urban air mobility.

B. Related Work

There have been many important contributions to the topic of guidance algorithm with collision avoidance capability for small unmanned aerial aircraft. And these approaches can be roughly categorized based on the following criteria:

- Centralized/Decentralized [20]: whether the problem is solved by a central supervising controller (centralized) or by each aircraft individually (decentralized).
- Planning/Reacting [21]: The planned approach generates feasible paths ahead of time; whereas the reactive approach typically uses an online collision avoidance system to respond to dangerous situations.
- Cooperative/Non-cooperative: whether there exists online communication between aircraft or between aircraft and the central controller.

In the following, we will briefly discuss the related work based on the first criteria: centralized method and decentralized method. And the remaining criteria will be discussed under the first criteria.

In centralized methods, the conflicts between aircraft are resolved by a central supervising controller. Under such scenario, the state of each aircraft, the obstacle information, the trajectory constraint as well as the terminal condition is known to the central controller (thus centralized methods are always cooperative), and the central controller in return designs the individual whole trajectory for all aircraft before the flight, typically by formulating it to an optimal control problem. These methods can be based on semidefinite programming [22], nonlinear programming [23, 24], mixed integer linear programming [25–28], mixed integer quadratic programming [29], sequential convex programming [30, 31], second-order cone programming [32], evolutionary techniques [33, 34], and particle swarm optimization [35]. Besides formulating this problem using optimal control framework, roadmap methods such as visibility graph [36] and Voronoi diagrams [37] can also handle the path planning problem for aircraft. However, calculating the exact solutions will become impractical when the state space becomes large or high-dimensional. To address this issue, sample-based planning algorithms are proposed, such as probabilistic roadmaps [38], RRT [39], and RRT* [40]. These centralized methods often pursue the global optimality of the solution. However, as the number of aircraft grows, the computation time of these methods typically scales exponentially. Moreover, these centralized planning approaches typically need to be re-run, as new information in the environment is updated (e.g. a new aircraft enters the airspace).

On the other hand, decentralized methods scale better with respect to the number of agents and are more robust since they do not possess a single point of failure [41]. In decentralized methods, all the conflicts are resolved by each aircraft individually. Decentralized methods can be cooperative and non-cooperative. Researchers have proposed several algorithms under the case where the communication between aircraft can be successfully established (cooperative) [42]. Algorithms in [43, 44] are based on message-passing schemes, which resolve local (e.g. pairwise) conflicts without needing to form a joint optimization problem between all members of the team. In [20], every agent is allotted a time slot in which to compute a dynamically feasible and guaranteed collision-free path using MILP. In [45], the author recast the global optimization problem as several local problems, which are then iteratively solved by the agents in a decentralized way. In Decentralized Model Predictive Control approach [46], the aircraft solve their own sub-problem.
one after the other and send the action to other subsystems through communication.

There are also some works focus on scenarios where communication cannot be reliably established (non-cooperative). In this case, the algorithms usually output one action at each time step and by following the issued actions, the aircraft can reach the goal position and avoid conflicts with other aircraft. Many works fall in this category: Model Predictive Control [47–48] can be used to solve collision avoidance problem but the computation load is relatively high. Potential field method [49, 50] is computationally fast, but in general they provide no guarantees of collision avoidance. With the help of machine learning and reinforcement learning [51–54], collision avoidance algorithm can have a promising performance, but usually needs a lot of time to train. Monte Carlo Tree Search algorithm [55] does not need time to train before the flight and it can finish in any predefined computation time, but the aircraft can only adopt several discretized actions at each time step. Geometric approach [56–59] can be also applied for collision avoidance problem and the computation time only grows linearly as the increase of number of aircraft. DAIDALUS (Detect and Avoid Alerting Logic for Unmanned Systems) [60] is a geometry-based approach developed by NASA. The core logic of DAIDALUS consists of: (1) definition of self-separation threshold (SST) and well-clear violation volume (WCV), (2) algorithms for determining if there exists potential conflict between aircraft pairs within a given lookahead time, and (3) a determine-processing functionality provides maneuver guidance and alerting logic. The drawback of these geometric approaches is that it cannot look ahead for more than one step (it only pays attention to the current action and does not take account of the effect of subsequent actions) and the outcome can be local optimal in the view of the global trajectory.

Our proposed algorithm is an extension of previous work [55], where the authors formulate the computational guidance problem with collision avoidance function as a Markov Decision Process (MDP) problem and solve this MDP using Monte Carlo Tree Search (MCTS) algorithm. Numerical experiments result under high-density airspace scenarios show that when the algorithm controls the aircraft by changing the heading angle, the aircraft can get to the destination using Monte Carlo Tree Search (MCTS) algorithm. Numerical experiments result under high-density airspace scenarios show that when the algorithm controls the aircraft by changing the heading angle, the aircraft can get to the destination and have an average of 0.5 conflicts and 0.05 near mid-air collision along the way from the origin to goal position. A short video demo for this previous work was released [61].

Comparing with previous work [55] where we can only control one aircraft to avoid conflicts with other intruder aircraft, the algorithm proposed in this paper can help multiple aircraft currently flying in the airspace taking actions in a cooperative way by letting them communicate with each other.

The structure of the paper is as follows: in Section II, the background of MDP, MCTS, and Multi-Agent MDP will be introduced. In Section III, the description of the problem and its mathematical formulation of MDP are presented. Section IV presents the designed MCTS algorithm to solve this problem. The numerical experiment and expected results are shown in Section V. Section VI is the conclusion.

**II. Background**

In this section, we briefly review the background of Markov Decision Process and Monte Carlo Tree Search, as well as the multi-agent Markov Decision Process.

**A. Markov Decision Process (MDP)**

Since the 1950s, MDPs [62] have been well studied and applied to a wide area of disciplines, including robotics, automatic control, economics, and manufacturing. In a MDP, the agent may choose any action $a$ that is available based on current state $s$ at each time step. The process responds at the next time step by moving into a new state $s'$ according to the transition probability, and given the agent a corresponding reward $r$.

More precisely, the Markov Decision Process (MDP) includes the following components:

- The state space $S$ which consists of all the possible states.
- The action space $\mathcal{A}$ which consists of all the actions that the agent can take.
- The transition function $T(s_{t+1} | s_t, a_t)$ which describes the probability of arriving at state $s_{t+1}$, given the current state $s_t$ and action $a_t$.
- The reward function $R(s_t, a_t, s_{t+1})$ which decides how much reward the agent will collect after a transition $s_t, a_t, s_{t+1}$. The reward function may only depend on the current state $s_t$, which will be the case in this paper.
- A discount factor $\gamma \in [0, 1]$ which decides the preference on immediate reward versus future rewards. Setting the discount factor less than 1 is also beneficial for the convergence of cumulative reward.
The goal of MDP is to find an optimal policy $\pi^*$ that, if followed from any initial state, maximizes the expected cumulative immediate rewards:

$$\pi^* = \arg\max_{\pi} \mathbb{E}\left[ \sum_{t=0}^{T} R(s_t, a_t) | \pi \right]$$

B. Monte Carlo Tree Search (MCTS)

Monte Carlo Tree Search (MCTS) is a method for finding optimal decisions in a given domain by taking random samples in the decision space and building a search tree according to the results [63, 64]. It has already had a profound impact on Artificial Intelligence (AI) approaches for domains that can be represented as trees of sequential decisions, particularly games and planning problems [65–67], including the current state-of-art computer program AlphaZero in the Game of Go [68].

The basic MCTS process is conceptually very simple, as shown in Fig. 2 (from [64]). A tree is built in an incremental and asymmetric manner. For each iteration of the algorithm, a tree policy is used to find the most urgent node of the current tree. The tree policy attempts to balance considerations of exploration (look in areas that have not been well sampled yet) and exploitation (look in areas which appear to be promising). A simulation is then rolled out from the selected node and the search tree updated according to the result. This involves the addition of a child node corresponding to the action taken from the selected node and an update of the statistics of its ancestors. Moves are made during this simulation according to some default policy, which in the simplest case is to make uniformly random moves. A great benefit of MCTS is that the values of intermediate states do not have to be evaluated, as for depth-limited minimax search, which greatly reduces the amount of domain knowledge required. Only the value of the terminal state at the end of each simulation is required.

C. Multi-Agent Systems

Comparing with previous work [55] where the algorithm can only control one single aircraft, in this paper we will investigate how MCTS algorithm can be used to control multiple cooperative agents. A multi-agent system is a group of autonomous, interacting entities sharing a common environment, which they perceive with sensors and upon which they make decisions and act with actuators [69–74]. Although the multi-agent systems can model many agents, there are also many challenges in multi-agent systems [75]:

1) The curse of dimensionality will cause exponential growth of the discrete state-action space in the number of state and action variables. For example, assume we have 10 agents, and each agent has 3 actions at each time step, then there will be $3^{10}$ different action combinations to consider at each time step, and each action could be the optimal one.

2) Nonstationarity arises in multi-agent systems because each agent is facing with a moving-target learning problem: the best policy changes as the other agents’ policies change. For example, as shown in Fig. 3, without knowing the action of the other aircraft, we can’t tell what’s the optimal action. And even if we get the optimal action for both aircraft (e.g. both turn right), the optimal action of one aircraft will be affected if other aircraft changed their actions.

Most of the literature studied multi-agent games in stochastic environments with a focus on equilibrium or long-term stable behaviors. In this paper, we use a sequential decision making technique to solve the above two issues in a fast,
dynamic and uncertain environment where the real-time online decisions are needed.

III. Problem Formulation

A. Problem Statement

The goal of this paper is to control all the aircraft flying in the airspace through a series of actions so that all the aircraft can arrive at the destination while avoiding potential conflict between them during the flight. Guiding the aircraft through a series of actions is a sequential decision making problem which can be formulated as a MDP problem. In this process, the action is decided directly from the state, which incorporates all the information (the position and velocity of all the aircraft and their respective destinations or goals) to decide which action is optimal for the corresponding state.

When controlling the aircraft, only horizontal actions are considered in this paper, which means all the aircraft will be flying at the same height and this problem is solved in 2 dimensions. This assumption is reasonable because UTM limits its focus to different altitude levels with one proposal restricting altitudes to between 200 and 500 feet [75].

The objectives for this specific MDP problem are two-fold: the first is to guide the aircraft to the goal state in a short time, and the second is to avoid any conflicts among all the aircraft. Therefore, the reward function should be able to capture both two objectives.

Based on the above description, this problem will be mathematically formulated as a MDP problem in the next subsection, where the MDP is formulated in the perspective of single aircraft. The multi-agent cooperation strategy will be discussed in Section IV.

B. MDP Formulation

The MDP formulation in the view of single aircraft is similar to previous work [55] and here we will briefly introduce it.

1. State Space:

For one aircraft, the state includes the necessary information for it to select action: the position, velocity, heading angle, and goal position for this aircraft we are currently considering (ownship), as well as the position, velocity of all the other aircraft. More specifically, the state for ownship will be 

\[
(x, y, v_x, v_y, \psi, g_x, g_y),
\]

where \((x, y)\), \((v_x, v_y)\) is the position and velocity, \(\psi\) is the heading angle, and \((g_x, g_y)\) is the goal position for ownship. The state for other aircraft will be \(n\) by 4 matrix which only consists their position and velocity information. Note here the state space is continuous (e.g. all the variables of a state can take continuous values) In general, for a MDP with continuous state variables, it is not clear how to best represent the policy, since it is impossible to enumerate all possible state-action mappings. For previous MDP-based algorithms to solve conflict avoidance problems, some possible approaches to represent the policy includes using a grid-based discretization of the state space \(\mathcal{S}\) and the action space \(\mathcal{A}\) [53, 76] or using policy compression techniques [77]. The advantage of MCTS algorithm is that it does not need to discretize the state space. And for each state, the MCTS algorithm will generate action for all the aircraft to follow in real time.

2. Action Space

At each time step (5 seconds), the aircraft can choose to turn its heading at a certain rate. More precisely, the advisory of heading angle for each aircraft constitutes the action set \(\mathcal{A} = \{-5^\circ/s, 0^\circ/s, +5^\circ/s\}\) where positive correspond to left turn and negative to right turn. At each time step, each aircraft will choose one action \(a_\psi \in \mathcal{A}\) based on the current state and the aircraft will maintain the action during this time step.

3. Dynamical Model

After the aircraft chooses an action, Dubin’s kinematic model will be used to compute state transition for the aircraft:

\[
\begin{align*}
\dot{x} &= v \cos \psi \\
\dot{y} &= v \sin \psi \\
\dot{\psi} &= a_\psi
\end{align*}
\]

where \(a_s\) is the speed of the aircraft, \(\psi\) is the heading angle, and \(a_\psi\) is the changing rate of heading angle.
After an aircraft execute an advisory, a normally distributed noise with standard deviation of $2^\circ$ will be added to the heading angle, and a normally distributed noise with standard deviation of $5\text{m/s}$ will be added to the speed. The noises here aim to account for the uncertainties in the environment and aircraft dynamics.

4. Terminal State

For the consideration of safety, the conflict is defined to be when the distance of two aircraft is less than a minimum separation distance $r_{\text{min}} = 0.3$ nautical miles [78]. This separation standard was chosen using the definition of well clear for Unmanned Aircraft Systems (UAS) according to Cook and Brooks [79]. For large UAS in high-altitude airspace, the Horizontal Miss Distance (HMD) is defined to be 0.66nmi. For small UAS (55lbs vehicle or less) in low-altitude controlled airspace around airports, the horizontal separation is set to be a HMD of 0.36nmi. Using those values as reference, the nominal spatial separation standards picked for this UAM application are set to 0.3nmi horizontally. These are tighter than UAS standards because it is assumed that enhanced equipage capabilities will be installed on board UAM aircraft [78].

Based on the above separation requirements, the terminal state of this MDP includes three different types of states:
• The distance from ownship to any other aircraft is less than $r_{\text{min}}$ (referred to as a conflict state in the following);
• The ownship reaches the goal position (referred to as a goal state in the following).

5. Reward Function

The goal in this paper is to make an aircraft reach its destination and avoid potential conflict. These two objectives can be captured in the reward function defined as follows:

$$R(s) = \begin{cases} 
1, & \text{if } s \text{ is goal state,} \\
0, & \text{otherwise.} 
\end{cases}$$

With this reward setting, reaching a conflict state before the goal state will terminate the whole process with a reward of 0. Reaching a goal state will terminate this process with a reward of 1. So when maximizing the reward, the agent will try to reach the goal state and avoid conflict states. Therefore we do not need to introduce a penalty conflict states.

IV. Solution Method

In this paper, we will use the most popular algorithm in the MCTS family, the Upper Confidence Bound for Trees (UCT) to solve this problem. The details of UCT algorithm implementation can be found at [55]. In MCTS, we build a search tree for each aircraft and treat other aircraft as intruder aircraft with the same dynamical model as ownship. In this way we can avoid the exponential growth of state space and action space. For the cooperation strategy between aircraft, we will describe in the following subsection how this proposed algorithm can coordinate multiple aircraft.

Cooperative Sequential Decision Making

The cooperation among multiple agents is known to be a challenging problem. As shown in Fig. 3, if one aircraft doesn’t know the action taken by the other aircraft, then each action could possibly lead to a conflict between them. On the other hand, if one aircraft decides to turn left and communicate this information to the other aircraft, then the next aircraft, through simulation and building the search tree, will be able to find that going straight or turning left can avoid this potential conflict.

The cooperation strategy used in this paper will be based on this idea, which is to let all the aircraft make decisions one after another. After one aircraft select the action, it will broadcast this information to all the other aircraft, then aircraft making decisions later can utilize this information to select better action.

More specifically, suppose currently we have $n$ aircraft flying in the air. Then at the beginning of the search algorithm, the joint actions $a$ for all aircraft are initialized to 0 at first:

$$a = \{a_1, a_2, \cdots, a_n\}$$

where $a_i$ is the action for aircraft $i$ and $a_1 = a_2 = \cdots = a_n = 0^\circ / s$.

Second, starting from aircraft 1, the aircraft will simulate and build a search tree, assuming all the other aircraft will take action according to the joint action $a$ and follow the dynamical model described in Section III. B. 3. The searching
Fig. 3  The action selected by one aircraft also depend on the action selected by the other aircraft.

process is similar to the process described in [55] and the only difference is all aircraft can turning according to the joint action.

Next, assume the result of search for the first aircraft is $a_1^*$, then we update the joint action as follows:

$$a = \{a_1^*, a_2, \cdots, a_n\}$$

After updating the joint action, the search for the second aircraft begins. This process will iterate over all the aircraft until all the $a_1, a_2, \cdots, a_n$ are updated. Then all the aircraft will take action according to the updated joint action for 5 time steps, after which the algorithm will run again to generate new joint action for all the aircraft.

V. Numerical Experiments

A. Simulator

To test the performance of the proposed algorithm, a simulator was built in Python where multiple aircraft can fly freely in the two-dimensional en route airspace above New York City. The airspace has 48km length and 48km width. We envision there will be multiple altitude levels where the eVTOL aircraft are operated. In the scope of this paper, we only focus on one altitude level.

To see the performance of this algorithm in real-world applications, we will simplify the UAM network by following the generic city model presented in [80, 81]. In this generic city model, seven vertiports are distributed in a “six around one” hexagonal pattern. As shown in Fig. 4, Vertiport 1 is located in the center of the hexagon and is located equidistant from the other six vertiports at a distance of 16km, which will cover the main congestion area of New York City. Overlays of the vertiport network are shown on a Google map image of New York in Fig. 4, which shows typical New York traffic on a Friday at 5pm [82].

Given the above vertiports network, the demand model will generate flight requests stochastically. At each vertiport, after the taking off of the previous aircraft, the time interval for next aircraft to take off is uniformly distributed between 1 minute and 3 minutes. Each aircraft will choose a random vertiport as its destination.

Then the simulator will be kept running until 10,000 aircraft have been generated. During the running of this simulator, the number of conflicts and NMACs (short for near mid-air collision), the total number of aircraft generated, the number of aircraft which reached goals, and the average computation time to make each decision will be recorded and compared. The near mid-air collision (NMAC) standard is defined to be 500 feet by the Aeronautical Information Manual (7-6-3) [83].

B. Results

It should be noted here there are two parameters that can impact the performance of MCTS algorithm: the number of simulations and the search depth. In previous work [55], it is found that setting number of simulations to 100 and search depth to 3 in this problem can have decent performance. Thus in this paper we adopt the same parameter setting.
We also noticed that when an aircraft is far from the other aircraft, a smaller tree is enough to find the good action. So to speed up the algorithm, when the distance of an aircraft to its closest aircraft is larger than 1500m, we set the number of simulations to 10 and search depth to 2.

The above experiment is conducted over 5 random seeds and in each experiment, there are 10,000 aircraft generated in total. The code implementation of this algorithm is available on GitHub and a short video demo can be found on YouTube. The result of the numerical experiment is shown below.

Table 1 shows the number of conflicts/NMACs and the number of aircraft reached the goal, from which we can see for all the 10,000 aircraft generated, the conflict probability is around 0.2% and the NMAC probability is 0.004%. This means the MCTS algorithm is very efficient in this guidance and collision avoidance problem.

Fig. 5 shows the computation time needed to decide a joint action for all the aircraft, with the shaded area being the standard deviation. This shows the computation is growing with the increase of the number of aircraft and if the number of aircraft is less than 20, the search can finish in a reasonable time (600ms).

Table 1  Performance of MCTS algorithm.

<table>
<thead>
<tr>
<th></th>
<th>mean</th>
<th>variance</th>
<th>min</th>
<th>max</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of Conflicts</td>
<td>18.6</td>
<td>9.04</td>
<td>15</td>
<td>22</td>
</tr>
<tr>
<td>Number of NMACs</td>
<td>0.4</td>
<td>0.24</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>Number of Aircraft Reached Goal</td>
<td>9999.2</td>
<td>0.96</td>
<td>9998</td>
<td>10000</td>
</tr>
</tbody>
</table>

We also noticed that when an aircraft is far from the other aircraft, a smaller tree is enough to find the good action. So to speed up the algorithm, when the distance of an aircraft to its closest aircraft is larger than 1500m, we set the number of simulations to 10 and search depth to 2.

The above experiment is conducted over 5 random seeds and in each experiment, there are 10,000 aircraft generated in total. The code implementation of this algorithm is available on GitHub and a short video demo can be found on YouTube. The result of the numerical experiment is shown below.

Table 1 shows the number of conflicts/NMACs and the number of aircraft reached the goal, from which we can see for all the 10,000 aircraft generated, the conflict probability is around 0.2% and the NMAC probability is 0.004%. This means the MCTS algorithm is very efficient in this guidance and collision avoidance problem.

Fig. 5 shows the computation time needed to decide a joint action for all the aircraft, with the shaded area being the standard deviation. This shows the computation is growing with the increase of the number of aircraft and if the number of aircraft is less than 20, the search can finish in a reasonable time (600ms).
VI. Conclusion

A computational guidance algorithm with collision avoidance capability for autonomous on-demand free flight operations with multiple cooperative aircraft in urban air mobility is proposed in this paper. The problem is formulated as a Markov Decision Process (MDP) and then solved by an online algorithm Monte Carlo Tree Search (MCTS). A coordination mechanism was designed to manage multiple cooperative aircraft. Numerical experiments show that this proposed algorithm has promising performance to help an aircraft reach its destination and avoid potential conflicts with other aircraft. This proposed algorithm provides a potential solution framework to enable autonomous on-demand free flight operations in urban air mobility.

The contribution of this research is integrating the power of onboard aircraft intelligence (vehicle autonomy technology) and the advantage of the free flight concept for airspace operations to enable safe and efficient flight operations in on-demand urban air transportation for multi cooperative aircraft.
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